
Comprehensive Simulation 
with Gazebo Ignition 
Fortress
Welcome to an in-depth exploration of advanced robotics simulation using ROS 2 and 
Gazebo Ignition Fortress. This presentation will guide you through the intricate details 
of the ppp_bot project, a robust simulation framework designed for mobile robot 
development. We'll dissect its architecture, understand its core components, and walk 
through practical applications in mapping and navigation. 

GitHub

GitHub - roboticsdojo/gazebo_ignition_fortress
Contribute to roboticsdojo/gazebo_ignition_fortress
development by creating an account on GitHub.

https://github.com/roboticsdojo/gazebo_ignition_fortress
https://gamma.app/?utm_source=made-with-gamma


PART 1: THE BIG PICTURE

Introducing ppp_bot: Core 
Purpose & Architecture

At its heart, ppp_bot is a sophisticated software package designed for a 
simulated mobile robot, functioning as its "brain and nervous system" 
within a virtual environment. The primary objective is to enable the 
robot to autonomously perform two critical tasks:

Mapping (SLAM): Constructing a detailed map of an unknown 
environment while simultaneously localizing itself within that map.

Navigation: Efficiently moving from a starting point to a destination 
within a known environment, avoiding obstacles and following 
optimal paths.

All functionalities are built upon ROS 2 (Robot Operating System 2), the 
industry-standard software framework for robotics development and 
research. ROS 2 provides the necessary tools and libraries to create 
complex robotic applications in a modular and distributed manner.

Why Simulation?

Developing and testing robotics algorithms on physical hardware is 
resource-intensive, costly, and time-consuming. Simulation offers a safe, 
controlled, and rapid prototyping environment. It allows engineers to 
iterate quickly, test edge cases, and validate complex behaviors without 
the risks or expenses associated with real-world deployments. This 
accelerates development cycles and reduces overall project costs, 
making it an indispensable tool in modern robotics.
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PART 1: THE BIG PICTURE

The "Why" Behind the Code: 
package.xml

Every ROS 2 project, including ppp_bot, starts with a package.xml file. This file serves as the project's manifesto, outlining its purpose and, crucially, 
its dependencies. While the <description> tag often provides a high-level overview, the <depend> tags are where the real story unfolds, revealing the 
core technologies upon which the project is built.

<depend>ros_gz_sim</depend>

Indicates the use of Gazebo (Ignition Gazebo) for simulation. This is 
the robot's virtual world, providing a realistic physics engine and 
sensor models. The necessity stems from the prohibitive costs and 
time associated with real-world testing.

<depend>slam_toolbox</depend>

Integrates the SLAM Toolbox, essential for Simultaneous Localization 
and Mapping. This tool enables the robot to autonomously construct 
a map of an unknown environment by processing sensor data while 
simultaneously determining its own position.

<depend>navigation2</depend>

Leverages the Navigation2 stack, ROS 2's state-of-the-art solution for 
autonomous navigation. It handles complex tasks like global and 
local path planning, obstacle avoidance, and precise robot control, 
abstracting away the intricate details of robotic locomotion.

<depend>twist_mux</depend>

Incorporates the Twist Multiplexer, which acts as a "traffic cop" for 
velocity commands. It intelligently prioritizes and selects a single 
motion command from multiple potential sources (e.g., navigation 
stack, joystick), preventing conflicting instructions and ensuring safe 
and predictable robot movement.
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PART 1: THE BIG PICTURE

Bringing It All Together: 
launch_sim.launch.py

The launch_sim.launch.py file is the orchestrator, the main script that brings all the individual components of the ppp_bot system together and 
ensures they operate in harmony. It's the primary entry point for running the entire simulation, automating a complex startup sequence that would 
otherwise require manual execution of numerous commands.

01

Orchestrates Simulation Environment
Initiates the Gazebo simulator and loads a predefined world file (e.g., 
cones.sdf), providing the virtual playground for the robot.

02

Robot Model Loading
Loads the robot's complete model, defined by its URDF, into the active 
Gazebo simulation, making it ready for interaction and control.

03

Optional Visualization with RViz
Can optionally launch RViz, a powerful 3D visualization tool, allowing real-
time monitoring of the robot's sensor data, internal state, map 
generation, and planned trajectories.

04

Control System Activation
Activates the robot's low-level control system (via ros2_control), enabling 
precise manipulation of its actuators, such as wheel motors, to achieve 
desired movements.

05

Dynamic Task Switching
Dynamically starts either the SLAM system (for mapping) or the 
Navigation system (for autonomous movement), based on user-defined 
arguments.

06

Manual Override Capability
Provides the option for manual control via joystick or keyboard input, 
crucial for initial mapping or emergency intervention during autonomous 
operation.

The primary "why" behind this launch file is to provide automation and flexible configuration. It eliminates the need for manually starting numerous 
programs in a specific order, streamlining the development and testing workflow. Its parameterization allows for easy switching between different 
operational modes, enhancing its utility for diverse robotics tasks.
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PART 2: THE ROBOT'S ANATOMY

The Blueprint of the Robot: URDF 
& XACRO

        <?xml version="1.0"?>
        <robot xmlns:xacro="http://www.ros.org/wiki/xacro" name="robot">
          <xacro:include filename="robot_core.xacro" />
          <xacro:include filename="lidar.xacro" />
          <xacro:include filename="camera.xacro" />
        </robot>

      

Before a robot can exist in simulation, it needs a detailed physical description. 
In ROS, this blueprint is the Unified Robot Description Format (URDF) file, an 
XML-based format that precisely articulates every physical aspect of the robot. 
This includes its links (rigid bodies), joints (connections between links), sensors, 
and physical properties like mass and inertia.

The "why" is fundamental: Gazebo requires this information to accurately render 
the robot, simulate its physics, and model its sensor data. The URDF acts as the 
single source of truth for the robot's geometric and dynamic properties.

Modularity with XACRO

The robot.urdf.xacro file demonstrates the power of XACRO (XML Macros), a 
preprocessor for URDF. Instead of a single, monolithic file, XACRO enables a 
modular design, breaking down the robot description into logical, reusable 
components:

This modularity enhances reusability and maintainability. A developer can 
easily swap out sensors, modify the core chassis, or add new components by 
simply editing these top-level include statements, without needing to navigate 
a large, complex single file. This is crucial for iterative design and 
experimentation.

Core Components Defined:

robot_core.xacro: Defines the fundamental structure, 
typically the chassis and drivetrain of the robot.

lidar.xacro: Specifies the properties and placement of the 
Lidar sensor.

camera.xacro: Details the camera's characteristics and its 
integration into the robot model.
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PART 2: THE ROBOT'S ANATOMY

The Core of the Robot: 
robot_core.xacro

The robot_core.xacro file is where the fundamental structure of the ppp_bot, a classic differential drive robot, is precisely defined. This common 
mobile robot design features two independently powered wheels and one or more passive caster wheels for stability. The detailed definitions within 
this file are crucial for creating a high-fidelity model that behaves realistically in the physics-based simulation.

<link> Element
Represents a rigid physical part of the robot (e.g., chassis, wheels, 
casters). Each link has:

<visual>: How the link looks in the simulator (geometry, color).

<collision>: The physical shape used for collision detection by the 
physics engine (often simplified for performance).

<inertial>: Defines the link's mass and inertia properties, critical 
for realistic dynamic behavior.

<joint> Element
Connects two <link> elements, defining how they move relative to 
each other. Key types include:

type="fixed": A rigid, non-moving connection, commonly used for 
static components (e.g., chassis to base_link).

type="continuous": Allows infinite rotation around an axis, ideal 
for wheels that spin freely to propel the robot.

The "why" for this meticulous definition lies in the need for physics engine accuracy. The simulator utilizes these detailed joint, mass, and collision 
shape specifications to precisely calculate the robot's movement, interactions with the environment, and response to forces, ensuring a highly 
realistic and predictive simulation. This level of detail enables developers to trust that behaviors observed in simulation will translate predictably to 
real-world hardware.
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PART 3: BRINGING THE ROBOT TO LIFE

From Blueprint to Action: 
ros2_control

The URDF provides the robot's physical blueprint, but it's ros2_control that transforms this static description into a dynamic, controllable entity. This 
framework provides a standardized interface between high-level ROS 2 software (like navigation stacks) and the low-level hardware (or simulated 
hardware), decoupling control logic from hardware specifics and significantly enhancing system modularity.

        <plugin>gz_ros2_control/GazeboSimSystem</plugin>
      

The Hardware Interface: 
description/ros2_control.xacro

This XACRO file defines how ros2_control interacts with the simulation. 
The crucial line is:

This specifies that the "hardware" is the Gazebo simulator itself, with 
the GazeboSimSystem plugin acting as the bridge to translate 
ros2_control commands into Gazebo-understandable signals.

Each controllable joint is then defined with its command_interface (e.g., 
velocity for sending commands) and state_interface (e.g., velocity and 
position for reading feedback), which is essential for closed-loop 
control and odometry calculations.

The Controllers: config/my_controllers.yaml

Once the hardware interface is defined, controllers are loaded to utilize 
it. This YAML file configures the software components that perform the 
actual control:

joint_state_broadcaster: Publishes the position and velocity states 
of all joints as standard ROS JointState messages. This is vital for 
RViz visualization and other system components that rely on the 
robot's kinematic state.

diff_drive_controller: The core motion controller. It subscribes to 
ROS Twist messages (linear and angular velocities), calculates the 
required individual wheel velocities based on the robot's kinematics, 
and sends these commands to the wheel joints.

This file also contains crucial physical parameters like wheel_separation 
and wheel_radius. These parameters are critical for the controller to 
accurately convert high-level Twist commands into precise wheel 
movements, ensuring the robot drives and turns as expected in the 
simulation. Incorrect values here would lead to significant discrepancies 
between desired and actual robot motion.
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PART 4: THE ENVIRONMENT & SPAWNING

The Robot's Playground: 
Simulation Worlds

A simulated robot is only as good as its environment. The ppp_bot repository's worlds/ directory houses the virtual stages for robot development, 
defined by .sdf (Simulation Description Format) files. These XML files describe everything that is not the robot itself: terrains, walls, lighting, and any 
static objects.

Tailored Testing Scenarios
Worlds like empty.sdf, cones.sdf, and 
maze.sdf are crafted to create specific 
testing environments. From basic movement 
tests to challenging mapping and path-
planning scenarios, these worlds enable 
comprehensive evaluation of robot behaviors 
under varied conditions.

Rich Environments with 
Models
The models/ directory contains 3D assets 
(e.g., construction_cone) that populate these 
worlds. This allows for the creation of rich, 
realistic, and visually diverse environments, 
enhancing the immersive quality of the 
simulation.

Dynamic Spawning
Crucially, the robot is spawned into these 
worlds, not part of the world file itself. This 
two-step process4loading the world, then 
inserting the robot4enables maximum 
modularity. The same robot model can be 
placed into any world, promoting reusability 
across diverse testing scenarios without 
modifying the environment files.

      node = Node(
          package='ros_gz_sim',
          executable='create',
          arguments=[

              '-world', world_name_str,
              '-string', robot_description.toxml(),
              '-name', 'ppp_bot',
              '-z', '1.0'
          ]

      )
    

The ros_gz_sim package's create executable handles this spawning:

This command sends the robot's URDF as an XML string to Gazebo, specifying its name and initial pose (e.g., -z '1.0' for height). This clear 
separation of world definition and robot spawning is a powerful design pattern for flexible simulation setups.
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PART 5: RUNNING THE SHOW

Navigation & SLAM: Bringing it 
All Together

This section brings together all the previously discussed components, demonstrating how the launch_sim.launch.py file orchestrates the complex 
interplay between simulation, robot control, and advanced robotics algorithms to perform either mapping (SLAM) or navigation tasks.

Task 1: Mapping the World (SLAM)

When running launch_sim.launch.py with localization:=False (the 
default), the system activates the SLAM Toolbox by including 
launch/online_async.launch.py.

Process: SLAM (Simultaneous Localization and Mapping) is the 
fundamental capability for robots to build a map of an unknown 
environment while simultaneously determining their own position 
within that map.

Mechanism: The slam_toolbox node subscribes to Lidar scan data 
(/scan topic) to "see" obstacles and walls, and to the robot's 
odometry (estimated position from wheel encoders) to track 
movement.

Output: By fusing these data streams over time, it incrementally 
constructs a 2D occupancy grid map, representing free space, 
occupied areas, and unknown regions. Configuration details (map 
resolution, sensor topics) are managed in 
config/mapper_params_online_async.yaml.

Application: This mode is used to manually drive the robot (e.g., via 
joystick) around a new virtual environment to generate a map, which 
can then be saved for future autonomous navigation.

Task 2: Navigating the World (Navigation)

When launch_sim.launch.py is executed with localization:=True and a 
map is provided (e.g., world_name:=cones), the system initiates the 
Navigation2 stack via launch/localization.launch.py.

Purpose: Once a map exists, Navigation2 enables the robot to 
autonomously move within that known environment.

Components: Navigation2 is a sophisticated suite of servers, 
configured by config/nav2_params.yaml, including:

Localization (AMCL): Uses a particle filter to determine the 
robot's precise position on the given map by comparing Lidar 
scans.

Path Planning (Planner Server): Calculates optimal global paths 
from the robot's current location to a given goal, avoiding known 
obstacles.

Path Following (Controller Server): Generates low-level Twist 
velocity commands to follow the global path, dynamically 
avoiding new or moving obstacles not present on the static map.

Application: This mode is used for autonomous operation, allowing 
users to define high-level goals and letting the robot figure out how 
to reach them safely and efficiently.
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PART 5: RUNNING THE SHOW

The Supporting Cast: Auxiliary 
Launch Files

Beyond the main orchestrator, a suite of specialized launch files supports the ppp_bot simulation, each responsible for a critical, modular function. 
These files are typically included or called by the primary launch_sim.launch.py, contributing to the system's overall robustness and flexibility.

1
launch_ign.launch.py

Dedicated to starting the Gazebo Ignition simulator and loading the specified .sdf world file. This separation of concerns keeps the main 
launch file clean, allowing it to simply request "start the simulator" without handling low-level Gazebo initialization details.

2
rsp.launch.py

Launches the Robot State Publisher (RSP). This node processes the robot's URDF and the /joint_states topic (from the 
joint_state_broadcaster) to calculate and publish the 3D poses of all robot links as tf2 transforms. This is fundamental for RViz 
visualization and for other ROS components (e.g., navigation stack) to understand the robot's kinematic structure in 3D space.

3
keyboard.launch.py / joystick.launch.py
These files enable manual teleoperation. They launch nodes that listen for keyboard presses or joystick input, converting them into 
standard ROS Twist (velocity) messages. This allows for manual driving, essential for initial map creation or overriding autonomous 
navigation when necessary. The main launch file can selectively include one based on user arguments.

4
navigation.launch.py

The comprehensive launch file for activating the entire Navigation2 stack. It starts all necessary servers (planner, controller, etc.) and loads 
their configurations from nav2_params.yaml. The localization.launch.py mentioned earlier is a specific instantiation of this, often tailored 
to also include the AMCL localization node.
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